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## INTRODUCTION

This card is a concise comprehensive reference for C language programmers and those learning C

The C programming language is becoming the standard language for developing both system and application programs. There are several reason
for its popularity. C is flexible with few
restrictions on the programmer. C compilers produce fast and short machine code. And finally, C is the primary language used in the operating system (over $90 \%$ of the UNIX system is
itself written in C). Because it is a popular "high level" language, it allows software to be

This card is organized so that you can keep your
train of thought while programming in C (without train of thought while programming in $C$ (without stopping to flip thru a manual.) The result is higher productivity.
The following notations are used: [ ]-enclosed
item is optional; fn--function; rtn--return; ptd--pointed; ptr--pointer; TRUE--non-zero value;

## BASIC DATA TYPES

| TYPE | DESCRIPTION |
| :---: | :---: |
| char | Single characte |
| double | Extended precision floating pt |
| float | Floating point |
| int | Integer |
| long int | Extended precision integer |
| short int | Reduced precision integer |
| unsigned char | Non-negative character |
| unsigned int | Non-negative integer |
| void | No type: used for fn |
|  | declarations and 'ignoring' |

## CONVERSION OF DATA TYPES

Before performing an arithmetic operation, operands are made consistent with each other by
converting with this procedure: 1 All float operands are converted to double All char or short operands are converted to i
2 If either perand is double, the other is converted to double. The result is double. converted to long int. The result is long int. converted to unsigned. The result is unsigned.
5 . If this step is reached, both operands must be
of type int. The result will be int.

## STATEMENT SUMMARY

| STATEMENT | DESCRIPTION |
| :---: | :---: |
| break; | Terminates execution of for, while, do, or switch |
| continue; | Skips statements that follow in a do, for, or while; then continues executing the loop |
| do statement while ( expr ); | Executes statement until expr is FALSE; statement is executed at least once |
| $\begin{aligned} & \text { for (el; e2; e3) } \\ & \text { statement } \end{aligned}$ | Evaluates expression el once; then repeatedly evaluates e2, statement, and e3 (in that order) until e2 is FALSE; eg: for ( $i=1 ; i=10 ;++i$ )... note that statement might n be executed if e2 is FALSE on first evaluation |
| goto label; | Branches to statement preceded by label:, which must be in same function as the goto |
| $\begin{aligned} & \text { if }\left(\begin{array}{l} \text { expr }) \\ \text { statement } \end{array}\right. \end{aligned}$ | If expr is TRUE, then executes statement; otherwise skips it |
|  | If expr is TRUE, then executes statementl; otherwise executes statement2 |
| ; (null statement) | No effect; satisfies statement requirement in do, for, and while |
| return; | Returns from function back to caller; no value returned |
| return expr; | Returns from function back to caller with value of expr |
| switch ( iexpr ) <br> \{ <br> case constl: statement <br> break: <br> case const2: statement break; <br> default: <br> statement | iexpr is evaluated and then compared against integer constant exprs constl, const2, ...; if a match is found, then the statements that follow the case (up to the break) will be executed; if no match is found, then the statements in the default case (if supplied) will be executed; iexpr must be an integer-valued |
| break; |  |
| while ( expr ) statement | Executes statement as long as expr is TRUE; statement might not be executed if expr is FALSE the first time it's evaluated |

## NOTES

expr is any expression; statement is any
expression terminated by a semicolon, one of the expression terminated by a semicolon, on
statements listed above, or one or more
statements enclosed by braces $\{. .$.$\} .$
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## MICRO CHART

FUNCTIONS
Functions follow this format:

| ```ret type name (argl,arg2,...) arg_declarations local_var_declarations statement statement return value;``` |
| :---: |
|  |  |
|  |  |

Functions can be declared extern (default) or static. Static fns
can be called only from the file in which they are defined. ret type
is the rtn type for the fn and can be void if the fn rtns no
omitted if it rtns an int.
EXAMPLE:
to find the length
int strlen (s)
int length $=0$;
while ( ${ }^{*}{ }^{*}{ }_{\text {S++ }}$ )
return (leng
(length)

To declare the type of value returned by a function you're
calling, use a declaration of the
form:

STRUCTURES
A structure sname of specified
members is declared members is declared with
statement of the form:

```
{truct sname
member_declaration
```

variable_list
Each member_declaration is a type followed by one or more member
names. An $n$-bit wide field mname names. An $n$-bit wide field mname
is declared with a statement of the form ty type mname:n; .. If mname is omitted, $n$ unnamed' bits are mna next boundary. variable list (optional) boundary. variable dist declares variables that structure type. If sname is
supplied, variables can also later struct sname variable_list; EXAMPLE:
/* define complex struct */
float real;
float imaginary
static struct complex cl
$\{5.0,0.0\}\} ;$
$c 2=$ cl; $1^{*}$ assign cl to $\mathrm{c2}{ }^{* /}$
csum.real $=$ cl.real + c2.real

## UNIONS

A union uname of members occupying the same area of memory is dec
with a statement of the form:

## union uname \{ $\begin{array}{r}\text { member_declaration; } \\ \text { member_declaration; } \\ \ldots \\ \ldots\end{array}$ \} variable list:

Each member_declaration is a type
followed by one or more member followed by one or more member names; variable list (optional)
declares variables of the particular union type. If uname is supplied, then variabies can also
later be declared using the format

## union uname variable_list;

NOTE: unions cannot be initialized

## ENUM DATA TYPES

An enumerated data type ename with
values enump, enum2,' $\dot{\text { is declar }}$
ed with a statement of the form: enum ename \{ enuml, enum2, variable_list The optional variable list declares
variables of the particular enum type. Each enumerated value is an an equals sign and a constant
expression. Sequential values starting at 0 are assigned to thes values by the compiler unless the
enumn=value construct is used. If ename is supplied, then variables
can also be declared later using the format
enum ename variable_list;
EXAMPLES:
enum boolean ftrue, fals
/* declare var \& assign value
enum boolean done $=$ false;
enum boolean

| printf |
| :---: |
|  |
| printf (format, argl, arg2, ...) |
| where format is a character string describing how argl, arg2, ... are to be printed. The general format of an item in the format string is: |
| \%[flags][size][.prec][1]type |

left justify value (default is
right

recede octal value with 0 , he
value with ox (or $0 x$ for type
x) force display of decimal
point for float value, and leay
trailing zeroes for type g and
size: is a number specifying the minimum size of the field; *instead of number
means next arg to printf specifies the size prec is is the minimum number of digits to
display for ints; number of decimal places for $e$ and $f$; max number of significant
digits for g ; ${ }^{\text {max }}$ number of chars for : instead of number means next arg to printf
specifies the precision 1: indicates a long int is being display
ed; must be followed by $d$, 0 , $u, x$ or $X \quad$.
type: specifies the type of value to be
displayed per the following single displayed per character codes

| an int an unsigned int <br> an int in octal format <br> an int in hex format, using a-f <br> an int in hex format, using A-F a float to 6 dec places by def <br> a float in exponential format (to 6 <br> decimal places by default) same as e except display <br> exponent instead of e $a$ float in $f$ or $e$ format, whichever <br> takes less space w/o losing precision <br> a float in for E format, whichever a char <br> a null-terminated char string (null <br> an actual percent sign |
| :---: |

NOTES: characters in the format string not preceded by are leterally printed;
floating pe formats display both floats and doubles; integer formats can display chars,
short ints or ints (or long ints if type is
sre preceded by 1). EXAMPLE:

Produces: $10+20$ is $0 \times 1$ e
UNIX cc COMMAND
Format: cc [options] files
OPTION DESCRIPTION
Don't link the program; forces
D id=text creation of a io in in ile with associated tex (exactly as if \#tdef ine id text
appeared in prog) if just -D id
is specif ied, id is is defined as 1
$\begin{array}{ll}\text {-E } & \text { is specif preprocesor only } \\ - \text { R } & \text { Compile for machine w/o floating }\end{array}$ point hardware
I dir Generate more info for sdb use
 Write executable o
a.out is default
oitimize the code
$\begin{array}{ll}-0 & \text { Optimize the code } \\ \text { - } & \text { Compile for analysis with prof } \mathrm{cmd} \\ -\mathrm{s} & \text { Save assembler output in .s file }\end{array}$ NOTE: Some of the above are actually preprocessor (cpp) and linker (
The sta
standard C
library libc automatically linked with a rrogram. EXAMPLES: cc test.c Compiles test.c and




## THE lint COMMAND

lint can help you find bugs in your program
due to nonportable use of the language, inconsistent use of variables,
uninitialized variables, passing wrong argument types to functions, and so on
OPT USE TO PREVENT FLAGGING OF
long values assigned to not-long vars
break statements that can't be reached
suspected bugns, waste or or style reach
functions and external vars used but not defined, or defined and not used unused function arguments Other options

- check prog against lint library
 check portabilit
see co command


## scanf

scanf is used to read data from standard input.
To read data from a particular file, use fscanf To read data from a particular file, use fscant
To 'read data from a character array use
sscanf. The general format of a scanf call is:
scanf (format, arg1, arg2
where format is a character string describing the where the read -in data are to be stored. ${ }^{\text {dot }}$ The
wormat of an item in the format string is:

## \%[*][size][1h]type

specifies that the field is to be skipped
and not assigned (i.e., no corres
ptr is supplied in the arg list)
size a number giving the max size of the field
lh is 'l' if value read is to be stored in a
short int
indicates the type of value being read


NoTES: Any chars in format string not preceded by
\% wili literally match chars on input (e.g. scanf ("value=\%d", qival): will match chars "value "" on
input followed by an integer which will be read and stored in ival. A blank space in tormat
string matches zero or more blank spaces on input.
EXAMPLE: scanf ("\%s \%f \%ld", text, \&fval, into character array ptt to by text; a a floating value, storing it int
storing it into lval.

## COMMONLY USED FUNCTIONS

FUNCTION $\begin{gathered}\text { INCLUDE } \\ \text { FILE } \\ \text { DESCRIPTION /ERROR RETURN }\end{gathered}$ int abs ( $n$ )
 double asin (d)
double atan (d)
dow doubie atan2
double, d2 atof (s) int atoi (s)
long atol (s)
char *callloc char *cal
$(\mathrm{ul}, \mathrm{u} 2)$
double ceil (d)
void clearerr void clearerr
long clock () double cos (d)
char *ctime (*1) void exit (n) double exp (d)
double fabs (d)
int fclose (f) doubler fclase (f)
int
int feof ( $f$ ) int ferror (f)
int fflush (f)
int fgetc (f)
int ffet int fgets
int fileno (f) s double flor (d) s
double f mod

$\qquad$
int foutc (c, for s
int fputs
int fread
(
( $\mathrm{s}, \mathrm{n} 1, \mathrm{n} 2, \mathrm{f}$
void free (s)


long ftell (f)
int fwrite
int getc (f)
int getchar
char *getenv ( s )
int getopt
(argc, argv,s)
absolute value of
arccosine of $d / 0$
convert tm struct to string
arcsine of $d / 0 /$
arctangent of $d$
arctangent of $\mathrm{d} 1 / \mathrm{d} 2$
ascii to float conv /HUGE,0/
ascii to int conversion
ascii to long conversion
allocate space for 41
elements each u2 bytes large,
and set to 0 / NULLL
smalliest integer
not
reset error (incl.
on file
CPU time (microsec) since
first call to clock
cosine of $d$ (d in radians
convert time ptd to by 1 to
string and rtn ptr to ${ }^{\text {it }}$
terminate execution,
returning exit status n
e to the d -th power /HUGE/
absolute value of d
close file $f$ of
TRUE if end-of-file on $f$
TRUE if end-of-file on $f$
TRUE if I/O error on $f$
force data write to f /EOF/
read next char from f AOF/
read n-1 chars from f unless
newline or end of file
reached; newline is stored
in s if read NULLL
intor
integer file descriptor for

"a"=append, ("w+", "r+", "a+"
are update modes)
write args to $f$ according to
format $s /<0 /$
write o to ${ }^{\prime}$ /EOF/
write sto
Write s to f/EOR/
read n2 data items from $f$
into $s$; $n$ il is
of each item 10
free block of space ptd to by
close f and open sl with
mode s2 (see fopen) mode
read args see fom fonen, $f$ using format s; return is as for scanf
position file ptr; if $n=0,1$
is iffot is offset from beginning;
$n=1$, from current pos: $n=1$, from current pos, $=2$,
from end of file , non-eroro'
current offset from start of current offset from start of
file
write $n 2$ data items to from sinl is no. bytes of each read next char from f/EOF/
read next char from stdin
rtn ptr to value of
environment name s
environment name ss/NULL/ return next option letter in
argc that matches a letter in s. sets optarg (char *)
pointing to it, and optind (int) to index an argv of
next arg to be processed: next arg to be processed;
returns EOF when all args processed
char *gets ( s ) s 放 reacessed chars into s from stdin


